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Abstract

This paper describes the design and development of an application used to determine the most suitable way in which to pack a large quantity of small manufactured product items onto pallets for transportation. A novel constraint-based technique is used in the optimisation to allow for flexible specification of optimisation goals and ranking of solutions.

Introduction and Motivation

Manufacturers need to ensure that their products are delivered to customers in good condition, with the lowest possible cost and human effort. This paper describes an automated system which computes recommended packing configurations to allow employees to focus more on high-level operational matters than the low-level details of constructing suitable units for transportation. In many cases, the creation of packing configurations is still done manually, based on employees’ intuition and past experience.

In this paper, a cargo unit refers to a unit built from product items supported by a single pallet. A unitising design is a collection of cargo units containing the product items required for a customer’s order.

Our requirements for this project were as follows:

• Overhang and underhang of product items is to be minimised, as is the wasted space within each cargo unit.
• Wasted space in the assigned container should be minimised.
• The units must be simple for people to pack, and the finished configurations should be displayed to the user.
• The units are to be stable.

Approach

We have adopted a flexible strategy for solving this optimisation problem, based on constraint satisfaction techniques. The relative importance of each factor in the problem, such as underhang or wasted space in the width of the container, is expressed by an associated cost function. These functions specify precisely how penalties are assigned to each factor.
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Figure 2: A screenshot of the user interface components.

**Branch and bound** [1] is a technique used in combinatorial optimisation to prune the search tree. There is a clear hierarchy between each of the components created by the packing process: cargo units are composed of packing patterns, which are composed of handling units, which are in turn composed of product items. This hierarchy provides the tree of sub-problems (branching). Designs are discarded from consideration in the bounding step if their penalties exceed those of other designs at later stages in the process.

**Main Components and Algorithms**

Three main modules in the system are used to create the different types of candidates (partial solutions). These are UnitPatternCandidates, PatternPlacementCandidates and CargoUnitPlacementCandidates, and correspond to concrete packing pattern layers, individual cargo units and multiple cargo units (completed unitising designs), respectively.

The modules communicate via a request-response protocol, as shown in Figure 3, and collaborate to build candidates with minimal total penalties. After each iteration, the lower bound on penalties is adjusted. The end result is a list of units satisfying all constraints and other directives given by the user.

Our system is very suitable for interactive use, as solutions to problems with several hundred available patterns are produced in seconds. The resulting solutions are generally of high overall quality, even when a relatively limited number of patterns and pallets are available.

**User Interface**

The optimisation problem is set up and solved using the interface in the foreground of Figure 2. It displays an interactive three-dimensional representation of each feasible solution (ranked by total penalty) and associated statistics.

**Conclusion and Future Work**

This paper describes an application created to optimise the packing of products onto pallets, to construct cargo units. The relative importance of each factor in the optimisation is specified by way of cost functions which control the assignment of penalties. The combination of the layer-by-layer packing strategy and the three-dimensional visualisation of the cargo units in a solution ensure that the cargo units are simple to pack and to visualise. In summary, the system is powerful, easy to use and highly customisable.

Future enhancements could include the use of multiple cargo unit types in each order, potentially improving space utilisation; using algorithmic placement of cargo units (like in Dean et al.’s algorithm [4]) to better estimate wastage; and employing a more sophisticated way of penalising unstable cargo units.
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