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Abstract

The widespread use of the Web in distance learning, the particular nature of the distance learning student and the dispersion of the relevant information sources increase the importance of developing interactive systems, which adapt to the information and communication needs of each student. We have developed a multiagent decision system which adapts to the user's needs. To best accomplish this, we have chosen heterogeneous agents which combine the solutions learned with different bias corresponding to different machine learning methods (C5.0, Naive Bayes, Progol, Backpropagation, Tilde and Autoclass).

System architecture

The system provides: a distributed system architecture, a communication protocol used by the agents, a distributed learning algorithm, a conflict resolution mechanism and a distributed decision-making algorithm.

The system is implemented in terms of a multiagent decision approach and is organized as follows. Two main components are involved: the user interaction and the adaptive module (see figure 1). The first is implemented by the interface agent and is in charge of the organized presentation of the different types of material, this presentation being designed to achieve the highest usability. This module provides a single, integrated response to the user.

The adaptive module is composed of the following types of agents: user model agent, user modeling agent, material agent, pedagogical agent, contact agent, service identification agent, service modeling agent and coordinator agent. The first four provide the basic functionality of an ITS. The next four are useful for identifying, by collaborative filtering, the system services that are of interest to users with similar profiles. Finally, the coordinator agent broadcasts a problem instance description (user’s request) between the agents involved in that problem. This agent is also in charge of constructing a single response to the interface agent.

In more detail, the adaptive module consists of a dynamic multiagent system (agents join or leave the system) with weak coupling (they may, or may not, participate in each task). We have chosen heterogeneous agents in order to combine the solutions learned with different bias corresponding to different generalization methods: C5.0, Naive Bayes, Progol, Backpropagation, Tilde and Autoclass for clustering. To implement this combination, a special type of agent has been introduced: the advisor agent. Several advisor agents learn the competence range of each of the other agents. A task is only distributed to those agents that have been proved to be competent in that task. In this manner, we aim to establish a gradual process of agent specialization with concrete architectures for specific problems.

We distinguish two phases: application of learned knowledge and adaptation to the individual user
through learning tasks. In the first, the interface agent makes a request to the coordinator. Depending on the request, this agent asks the advisors for the agents competent in the tasks involved in that request (the intention here is to improve on other approaches that distribute the same task to every agent in the system (Giráldez, Elkan, & Borrajo 1999)). In the second phase, when the interaction with the user has finished, with the available training examples (those that have been collected), the advisor agent learns the competence of each agent involved in the adaptation task: the model agent and the service agent. The task of learning the user model and that of learning the service model are implemented using the different generalization paradigms that constitute the various modeling options: service modeling agent and user modeling agent. The service identification agent selects the services that interest a significant number of users through clustering techniques.

**Interaction with the system**

The system is designed to provide new information, according to the user's needs (in terms of dynamically generated web pages which resemble web portals in many cases), and new communication channels of interest to him/her (news, shared workspaces, contact with students with similar characteristics ...), during each session.

The user is aware of the dynamic aspect of the interaction through: different presentations of the same information (project, hide, annotate), changes in the order in which interface elements appear, changes in the level of interaction (in accordance with the inferred user skill level) and different information descriptions.

The user interface has two different working areas when the advice given by the system cannot be integrated in the information presented or when the advice information is contextual and has no effect on the information shown. The system keeps two different interaction traces, one for each area in the interface. When the interface agent makes a request to the coordinator agent, the latter agent divides the previous traces and stores them.

These traces are used as training examples in order for the advisor agents to learn the degree of competence of the agents involved in the adaptation task (the user and service model agent), once the interaction with the user has finished. The following of a link recommended by the system is considered a positive training example since in this case the advice given by the system coincides with the option chosen by the user.

Once the advisor agent has picked a certain agent (a user and service model agent) as the most competent to carry out a given task, the latter writes the data included in its model to the database, thus ensuring that at any moment in time, the system database contains the best model built up to that moment. In this way, any agent needing some data from these models can consult the database and if the sought-after attribute has already been learned, it does not need to make any more queries since it can simply read the value from the database; otherwise, it must first ask the corresponding advisor agent which agent is the most competent for the task at hand and then ask the modeling agent picked by this advisor agent for the value of the attribute. This use of the database enables a personalized response to the user to be given more efficiently. In this design, the consistency between new values being introduced in the database and values already obtained from the database is maintained. To do so, an update-message mechanism is established between the agents that modify the data and those that read it.

The system therefore carries out two fundamental learning tasks: one when the different modeling agents infer a certain value of their corresponding models; another when the advisor agents learn the degree of competence of the corresponding modeling agents, once the interaction of the system with the user has finished.

Another agent with learning tasks is the service identification agent. It selects the services that interest a significant number of users through clustering techniques; the intention here is for the system to learn the characteristics determining which services may be of interest for a given user.

As stated above, when the user makes a request, the interface agent sends it on to the coordinator agent. In order to respond to the former agent’s request, the latter agent builds an instance of the page requested by the user in its knowledge base. As well as the attributes which define the page (page title, author ...), this
page instance contains an attribute to store the set of recommendations that the system has inferred for that particular user: next recommended link, newsgroups of interest, complementary material which could be consulted or any other action which may be advisable (to go to a particular workgroup, share a particular document ... ). The values of this attribute are obtained from the replies of the other agents to the coordinator agent's requests.

Finally, the coordinator agent sends the interface agent the page instance described above; the latter agent then builds the page to be presented to the user in accordance with his/her preferences and needs, and with a view to obtaining maximum usability and access speed. The actions and criteria which this agent follows to build the page are defined in its corresponding knowledge base.

It should be stressed that the dynamic construction of web pages following the recommendations inferred according to a user model (that the system learns and builds) is not the only dynamic aspect of the system; all the tasks currently carried out by the system (curriculum sequencing, adaptive navigation support, adaptive presentation and adaptive collaboration support) are modeled in the knowledge base of the agent responsible for executing them as if they were other entities of the system. In this way, an agent can modify the definition of the task which it executes if necessary, in order to better adapt itself to the needs of the student. The other tasks which we plan to implement (intelligent analysis of student solutions, interactive problem solving support and example-based problem solving) are treated similarly.

In order to clarify some of the basic processes triggered when the user interacts with the system, below we present the communication sequence initiated when the student requests a specific resource via a link to an HTML page. We suppose that the user has previously connected to the system so that some data concerning him/her is available to it.

In the example considered, a request by the student for a page of the practical exercise module triggers the execution of the adaptive collaboration support task (carried out by the contact agent) and the adaptive navigation support task (carried out by the pedagogical agent), leading the system to propose both new links related to the requested page (adaptive navigation support), as well as contact with other students who have completed the exercise in question and consultation of related newsgroups (adaptive collaboration support). In this example we assume that the material agent has not found any recommendation to give to the student.

In order to be able to identify the connecting user, the elements of each area of the interface mentioned above and any other additional information needed to build a personalized response (apart from the name of the requested page), certain parameters are added to links to system-built pages. In the example at hand, the link which the student requests is:

```html
<a href='http://webdir?advice=computed+id-user+clas.html'>
</a>
```

The link attribute advice indicates that the link requested has been recommended by the system. Elements that have the attribute computed are not yet constructed and have to be constructed on the fly by the adaptive module. An existing element doesn't have this attribute and the adaptive module can return it immediately, in parallel with the construction of the corresponding advice.

Figure 2 shows the transfer of messages taking place when the student requests a specific exercise page. In this example, the contact agent needs to know which is the user's preferred contact medium and therefore asks the model agent chosen by the advisor agent; this agent infers the value of this attribute (in the example, it is inferred by applying C5.0), stores it in the database and then replies to the contact agent that requested it.

![Figure 2: Flow of messages produced in an interaction of the user with the system (follow the sequence numbers)](image-url)
State of development of the project

Currently, the basic architecture of the system has been implemented and it has been applied to the access to the course material of the machine-learning course of the Computer Science degree at the Spanish National University for Distance Education.

The system tasks which are planned are: curriculum sequencing, intelligent analysis of student solutions, interactive problem solving support, example-based problem solving, adaptive presentation, adaptive collaboration support and adaptive navigation support. Those which have been implemented are: curriculum sequencing (of the course material), adaptive collaboration support (of the course practical exercises), adaptive presentation and adaptive navigation support (for every page constructed by the system).

At present, we have only experimented with potential users; these experiments have validated the proposed architecture in adaptation tasks previously described. However, we expect to complete a comparison of the responses of the system in the different tasks in the course of the current academic term.
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