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Abstract
Accessibility of computers and computer resources are increasing in our society at a staggering rate. Computer technology is changing more rapidly now than at any other time in history and the price of computers are continually decreasing inversely proportional to the power they deliver. Nearly 50% of households in Canada and the United States have computers [15]. Internet connections and capabilities are growing at an amazing rate due to the number of people who want to be connected to the world of information [15]. Internet Service Providers are upgrading their infrastructure to support real-time video and audio to their clients. Personal Digital Assistants such as cellular telephones and palm-pilots are Internet-ready and becoming commonplace in our society. In spite of the advances in computer technology and accessibility, educators have been relatively slow in seizing technology to enhance student learning. There are significant problems in the context of personalized student instruction in current educational systems that can be remedied through the use of appropriate technologies.

Online teaching tools such as WebCT and Blackboard are becoming extremely popular for distance and in-class education. In fact, entire universities have implemented online teaching tools as the central mechanism for delivering all of their courses [16]. The strength of these tools is their ability to provide the teacher and student with a great deal of versatility within the learning environment [16]. Unfortunately, they do not provide any means by which a student may receive ongoing personalized instruction. Teaching students on a one-on-one basis significantly influences the degree of knowledge and skill retained by the student; Bloom [3] showed that an individual human tutor can improve student learning by two standard deviations over classroom instruction. In other words, the average individually tutored student performs better than 98 percent of students in a classroom instructional environment [10]. This raises the following crisis in the educational community. In order for students to reach their potential they need individual tutoring. However, due to numerous limitations such as access to online teaching tools, financial considerations, and sheer logistics each student cannot be granted access to a personalized human tutor for a consistent duration of time. After all, traditionally there is only one teacher in a classroom of students. So, what can be done to solve this problem? One solution lies in the implementation of Intelligent Tutoring Systems.

Introduction
A technological counterpart to a human tutor called an Intelligent Tutoring System (ITS) may be an answer to the current crisis in education. ITSs are computer based systems designed using cognitive science and Artificial Intelligence (AI) techniques to provide students with individualized instruction in a similar way to human tutors.

The “Java™ Intelligent Tutoring System” (JITS) model focuses on designing an accelerated learning system using Intelligent Tutoring Systems (ITS) coupled with advanced artificial intelligence components. The framework of JITS will be sufficiently flexible to provide minimal configuration to enable other subject disciplines to be plugged-in (e.g., calculus, geometry, biology, etc.). An additional design aspect of JITS is its augmentation to popular web-based instructional tools such as WebCT and Blackboard.

The proposed model consists of two distinct components. First, an overview of the characteristics of existing Intelligent Tutoring Systems is described. Second, the design strategies of the Java™ ITS is presented. The JITS draws from the research advancements of ITS, cognitive science, and AI.

This project is not yet complete. However, it is hypothesized that the Java™ Intelligent Tutoring System will provide an interactively-rich learning environment for students that will result in increased achievement. Based on the success of similar Intelligent Tutoring Systems, it is also hypothesized that these students will be able to learn the course material more quickly than students in traditional classroom environments. The purpose is to demonstrate that learning may be accelerated and cognitive development deepened using this tutor.

At the core of an ITS is an AI module. The AI module is responsible for many tasks including capturing the student’s knowledge state, delivering an appropriate lesson, assessing and evaluating student performance, and providing valuable feedback to the student. Thus, an ITS is explicitly designed to assist in resolving the crisis in education regarding personalized student education by providing a means through which students may improve their academic performance. The purpose of this study is to design and construct an ITS using advanced AI components for students and to perform a quantitative study to determine ITS’ effectiveness.
This paper is divided into two parts. The first section presents an evaluation of the current state of Intelligent Tutoring Systems. The second section presents the Java™ Intelligent Tutoring System Model and Architecture.

**Intelligent Tutoring Systems**

The infrastructure supporting the development of Intelligent Tutoring System relies on two main activities: cognitive and information processing.

**Cognitive Activities**

These activities include such things as: perceiving, thinking, learning, remembering, and problem solving. In order for Intelligent Tutoring Systems to be effective for the student the learning process must support two distinct purposes. First, the ITS must exhibit cognitive activities so that the learner will interact and respond appropriately to the tutoring process. Second, the ITS must be able to identify these types of activities in the learner and plan the next set of steps in the student’s learning process.

**Information Processing Activities**

The details behind cognitive activities include a range of information processing activities that take sensory data and engage in processes to create meaningful information for some specific purpose. For example, some of these activities involve the following:

- **Acquiring**: paying attention to what is happening and perceiving the relevant;
- **Encoding**: transforming sensory data into mental propositions and constructs for processing;

- **Associating**: relating new mental propositions and constructs to existing knowledge;
- **Storing**: keeping information and knowledge for future use. This involves short-term, intermediary, and long-term memory stores;
- **Retrieving**: timely access to stored information and knowledge;
- **Communicating**: producing results and desired outcomes; sharing knowledge with others.

The philosophical and pedagogical framework of the proposed Intelligent Tutoring System based on cognitive science and Artificial Intelligence. The framework is based on the foundational cognitive and information processing activities. This architecture is represented by six components: Curriculum Knowledge, Student Modeling, Expert Modeling, Teacher/Tutor Modeling, Mixed-initiative, and Self-Learning. Figure 1 depicts the framework of an Intelligent Tutoring System.

**Curriculum Knowledge Modeling (CKM)**

The Curriculum Knowledge Modeling component generates appropriate instructional material based on the context of the student’s performance. Components in this module include problems, solutions, exercises, hints, and help. The CK module presents the student with the appropriate instructional information to stimulate student learning while minimizing discourse and frustration. The ITS needs to be able to distinguish from pre-defined responses and genuine responses that would most help the student.
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**Figure 1.** Java™ Intelligent Tutoring System Framework
Abstract Student Modeling (ASM)

This component assesses the student’s knowledge and performs instructionally useful actions based on the assessment. The assessment need not be formalized as a quiz or test, but may include informal approaches such as coaxing or subtle probing questions too.

Expert Modeling (EM)

This component of the ITS models expert performance and does something instructionally useful based on the knowledge of the domain. Current systems vary in the type of knowledge they teach. Some ITS teach formal logic and formal knowledge while others teach overall processes in the context of the domain. For example, AnimalWatch, MathTutor, Algebra tutor all associate with mathematics teach formal logic and knowledge [2, 1]. On the other hand, Intelligent Tutoring Systems such as MeTutor focuses on processes involved in firefighting [13].

Constructing the expert model requires specifying the relative difficulty of the topics, knowledge of the strategies that can be used, and a large amount of analogies, examples and error diagnosis abilities to effectively tutor the student [18].

Instructional Modeling (IM)

This module is designed to change instructional strategies based on changes in state of the student model. Depending on the domain various strategies may be used, such as, explanation, guided discovery learning, coaching, and/or probing. Human teachers and tutors do this regularly within the delivery of a lesson [3]. How and why human teachers alter their teaching style is an interesting question and is currently being researched [10, 18]. Research in cognitive science will lead to more effective modules that will better adapt to the needs of the student [18].

Collaborative Modeling (CM)

This component of the ITS is based on the development of human-computer interaction [18]. The dynamics involved are based on human-human interaction that have been studied and analyzed from a communication perspective [5]. As a result, the mixed-initiative module determines the most effective way for the ITS to communicate with the student while ensuring rich interactivity and productivity. Natural language dialog is used more frequently in the design of recent Intelligent Tutoring Systems [5]. One goal is to establish a balance between the student controlling the conversation and the ITS. Another responsibility of the Mixed-Initiative module is its ability to recognize mistakes. Error diagnosis is the term used for a system’s ability to diagnose mistakes, reasonable misconceptions, and recognize missing information.

Self-Learning (SL)

The ITS needs to have the capacity to monitor, evaluate, and improve its own teaching performance as a function of experience. In other words, the Abstract Student Model reflects upon what was successful, what was not, and refines the process for the current student and future students (see figure 1).

Java ITS Model

This section presents the model and architecture for the Java Intelligent Tutoring System (JITS). Three distinct components are presented that support the JITS: the infrastructure architecture, the user interface (student view) architecture, and the curriculum architecture.

Java ITS Infrastructure Architecture

The JITS infrastructure will support the client via a browser accessing information from the tutor via the HTTP request/response process model. The processing will be accomplished by a set of Javabeans on a web server housing the business logic for the tutor. The presentation layer will be provided by JavaServer Pages technology which will communicate with Javabeans for processing and return a simple html page back to the student’s browser. During processing the Javabeans will access an appropriate AI module for seeking information from the JITS. This may entail selecting a suitable skill-level problem for the student, or providing feedback in the form of an appropriate hint based on the current level of performance. The infrastructure architecture also provides a JDBC connection from Javabeans to an external database to store and retrieve specific information about the student including student history and performance statistics.

The proposed architecture has numerous benefits. For instance, the student will not need to install any software on their machine and will not need a high-speed network connection to the JITS. Other benefits include comparably expected faster execution as all processing will be done on a middle-tier server which typically has significantly faster and more efficient hardware. These benefits have a net result of increasing the accessibility for the JITS to many students – a vital requirement for an equitable and successful educational product in today’s Internet-ready community. The Java Intelligent Tutoring System (JITS) Infrastructure Architecture is depicted in Figure 2.
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Figure 2. Java™ ITS Infrastructure Architecture

Java ITS User Interface

This section describes the user interface (student view) of the JITS. The following provides a description of the issues involved during a session.

Upon connecting to the JITS website, the student’s browser displays the working environment for the JITS. An appropriate skill-level problem is selected or the problem that last attempted is presented to the student. The student can type in a solution in the Source Code area and then press ‘Parse’. This invokes a refined java parser which checks that the student’s code is grammatically correct. If the parser is satisfied, then the student may then press the ‘Compile’ button. This makes a platform specific invocation to ‘javac’ which currently is implemented for Microsoft Windows 95, 98, NT, 2000, and XP. If the java compiler is satisfied, then the ‘Run’ button becomes enabled which invokes the platform specific ‘java’ binary.

The output of the student’s running program is displayed in the student’s browser. Appropriate feedback is provided to the student in the form of hints, and solutions (if requested). The students, at any time, may opt to quit a problem and select another from a bank of problem sets in the database. Additionally, the student can view a performance summary based on various statistics gathered including problems attempted, problems solved, number of attempts on a problem, and problem difficulty. A depiction of the interface is found in Figure 3.
Problem: A problem of the appropriate level and difficulty is presented to the student.

While the student works on a solution it must successfully ‘Parse’, ‘Compile’, and ‘Run’.

The student may select a different question from a bank of suitable skill-level questions.

Based on the current problem, the student may ask for a hint or solution from the tutor.

The student model based on performance gathered statistics.
Skeleton Program (given to student in Source Code area):

```java
public class Summer {
    public static void main(String[] args) {
        int sum = 0;
        int i = 0;
        int n = 10;
        for (i = 1; i <= 10; i = i + i) {
            sum = sum + i;
        }
        System.out.println("Sum = " + sum);
    }
}
```

<<Student types code here>>

Solution (one of n):

```java
public class Summer {
    public static void main(String[] args) {
        int sum = 0;
        int i = 0;
        int n = 10;
        for (i = 1; i <= 10; i++) {
            sum += i;
        }
        System.out.println("Sum = " + sum);
    }
}
```

Incorrect response #1 (student response area):
(redeclaration of variable ‘i’)
```java
for (int i = 1; i <= 10; i++) {
    sum += i;
}
```

Incorrect response #2:
(sum does not include last integer (i.e., ‘10’)
```java
for (i = 1; i < 10; i++) {
    sum += i;
}
```

Incorrect response #3:
(sum is 0, as the body of the loop is never executed)
```java
for (i = 1; i > 10; i++) {
    sum += i;
}
```

Incorrect response #4:
(adding 1 instead of variable ‘i’: results in sum being lower than expected)
```java
for (i = 1; i <= 10; i++) {
    sum += 1;
}
```

Incorrect response #5:
(incorrect formula)
```java
for (i = 1; i <= 10; i++) {
    sum = i + i;
}
```

Incorrect response #6:
(correct formula, but incorrect incrementing of i)
```java
for (i = 1; i <= 10; i = i + i) {
    sum = sum + i;
}
```

Hints:
The JITS will gather information regarding the problem specification (e.g., specific variables or specific constructs to be used in the solution), the output expected, the parse tree representation of the student’s solution, the results of parsing, compilation and executing the student’s program. All these elements will be used to perform a very specific form of semantic analysis on the student’s solution. In this fashion, appropriate hints can be generated for the student.

Conclusions

In summary, the Java™ Intelligent Tutoring System model is designed to leverage on the recent advancements in cognitive science and artificial intelligence, to extend the science of building Intelligent Tutoring Systems, and to assist in helping students learn better and faster.

Although the project is in progress, the model is based on sound theories and practices used in successful Intelligent Tutoring Systems and draws from the achievements artificial intelligence has provided in other disciplines.
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