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Abstract

The sh-verification tool supports a verification
method for cooperating systems based on formal
languages. It comprises computing abstractions
of finite-state behaviour representations as well as
automata and temporal logic based verification
approaches. A small but typical example shows the
steps for analysing its dynamic behaviour using the
sh-verification tool.
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Introduction
The sh-verification tool 1 supports the method for ver-
ification of cooperating systems described in (Ochsen-
schläger, Repp, Rieke 1999). The reader is referred to
this paper for notations, definitions and theorems. Fig-
ure 1 shows the structure of the tool. The main com-
ponents of the system are the tools for specification,
the analysis kernel, the tools for abstraction and the
project manager. It is possible to extend the tool by
different application oriented user interfaces. A small
but typical example shows the steps for analysing a
systems behaviour using the sh-verification tool.

Specification
The presented verification method does not depend on
a specific formal specification technique. For practical
use the sh-verification tool has to be combined with
a specification tool generating labeled transition sys-
tems LTS 2. The current implementation uses prod-
uct nets 3 (Burkhardt, Ochsenschläger, Prinoth 1989;

1sh abbreviates simple homomorphism
2The semantics of formal specification techniques for

distributed systems is usually based on LTS.
3a special class of high level petri nets
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Figure 1: Components of the sh-verification tool

Ochsenschläger Prinoth 1995) as specification envi-
ronment. A second specification environment based
on asynchronous product automata (APA), (Ochsen-
schläger et al. 1998) is planned.

To illustrate the usage of the methods described in
(Ochsenschläger, Repp, Rieke 1999) we consider an ex-
ample of a system that consists of a client and a server
as its main components. The client sends requests
REQ to the server, expecting the server to produce
particular results. Nevertheless, for some reasons, the
server may not always respond to a request by sending
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Figure 2: Client Server Example

a result RES, but may, as well, reject a request REJ
(Figure 4).

Figure 2 shows a product net specification of this ex-
ample. It is a global model for the systems behaviour.
Note that the resource may eventually be locked for-
ever. In Figure 2 we do not use most of product nets’
possible features. Indeed, it is a product net represen-
tation of a Petri net.

Usually complex systems are specified hierarchically.
This is supported by the project manager of the tool.
(In our simple example the specification is flat.)

The LTS in Figure 3, which is the reachability graph
of the product net in Figure 2, is computed by the tool.
This LTS consists of two strongly connected compo-
nents (marked by diffent colors). Usually the LTS of
a specification is too complex for a complete graphical
presentation; there are several features to inspect the
LTS.

Abstraction
In the example the important actions with respect to
the client’s behaviour, are sending a request and re-
ceiving a result or rejection.

We will regard the whole system running properly, if
the client, at no time, is prohibited completely from re-
ceiving a result after having sent a request (correctness
criterion).

For the moment, we regard the server as a black box;
i.e. we neither consider its internal structure nor look
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Figure 4: Client Server Abstract View

at its internal actions. Not caring about particular
actions of a specification when regarding the specifica-
tion’s behaviour is behaviour abstraction. If we define
a suitable abstraction for the client/server system with
respect to our correctness criterion, we only keep ac-
tions REQ, RES, and REJ visible, hiding all other
actions. This is supported by the homomorphism edi-
tor of the tool (Figure 5).

An automaton 4 representing the abstract behaviour
of the specification can be computed by the sh-
verification tool (Figure 6). It obviously satisfies the
required property. The next step is to check whether
the concrete behaviour also satisfies the correctness re-
quirement mentioned above. For that purpose we have
to prove simplicity of the defined homomorphism.

Simplicity of an abstraction can be investigated in-
specting the strongly connected components of the LTS
by a sufficient condition (Ochsenschläger, Repp, Rieke
1999). The component graph in Figure 7 (combined
with the homomorphic images of the arc labels of the

4the minimal automaton



Figure 5: Defining an Abstraction
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corresponding graph components) does not satisfy this
condition, so nothing can be said about simplicity.
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We now try to refine the homomorphism such that
the sufficient condition for simplicity can be proven.
Inspecting the edge between the two nodes of the com-
ponent graph shows that the action V ANISH causes
the transitions between this two components (Fig-
ure 8). The refined homomorphism, which additionally
keeps V ANISH visible, satisfies the sufficient condi-
tion for simplicity. Figure 9 shows the corresponding
automaton. This automaton obviously violates the re-
quired property, so the systems behaviour does not sat-

isfy this property.
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These simplicity investigations, which are supported
by the tool, detect the error in the specification. In
(Ochsenschläger 1992; 1994a) a necessary condition for
simplicity is given. It is based on so called deadlock
languages and shows non-simplicity of our REQ-RES-
REJ-homomorphism (Ochsenschläger et al. 1998).

To handle the well known state space explosion prob-
lem a compositional method (Ochsenschläger 1996) is
implemented in the sh-verification tool. This approach
can also be used iteratively and provides a basis for in-
duction proofs in case of systems with several identical
components (Ochsenschläger 1996). Using our compo-
sitional method a connection establishment and release
protocol has been verified by investigating automata
with about 100 states instead of 100000 states.

Temporal Logic
Our verification approach can also be combined with
temporal logic (Ochsenschläger et al. 1998). In terms
of temporal logic, the automaton of Figure 6 approx-
imately satisfies (Ochsenschläger et al. 1998) the for-
mula G(F(RES)) (G: always-operator, F : eventually-
operator; thus G(F(RES)) means ”infinitely often re-
sult”), but the system in Figure 3 does not. This is in-
deed the case because the abstracting homomorphism
is not simple. Using an appropriate type of model
checking, approximate satisfaction of temporal logic
formulae can be checked by the sh-verification tool.

Our experience in practical examples shows that the
combination of computing a minimal automaton of an
LTS and model checking on this abstraction is signifi-
cantly faster than direct model checking on the LTS.



Figure 10: Temporal Logic Formula Editor

Applications
Practical experiences have been gained with large spec-
ifications:

• ISDN and XTP protocols (Klug 1992; Schremmer
1992; Ochsenschläger Prinoth 1993)

• Smartcard systems (Nebel 1994; Ochsenschläger
1994b)

• Service interactions in intelligent telecommunication
systems (Capellmann et al. 1996b; 1996a).

• The tool has also been applied to the analysis
of cryptographic protocols (Basak 1999; Rudolph
1998). In this context an application oriented user-
interface has been developed for input of crypto-
graphic formulae and presentation of results in this
syntax.

• Currently our interest is focused on the verification
of binding cooperations including electronic money
and contract systems. Recently some examples in
that context have been investigated with our tool
(Fox 1998; Roßmann 1998).

Technical Requirements
The sh-verification tool is implemented in Allegro
Common Lisp. An interpreter-based version of the
software is freely available (currently for Solaris,
Linux and Windows NT) for non commercial purposes
(http://sit.gmd.de/META/projects.html). For inves-
tigation of large systems a compiler-based version of
the tool is needed. For more information please con-
tact the authors.

Conclusions

We have presented the basic functionality of the sh-
verification tool in this article. The tool is equipped
with the main features necessary to verify specifica-
tions of cooperating systems of industrial size. It sup-
ports a verification method based on formal languages
(Ochsenschläger, Repp, Rieke 1999).

There exists a variety of verification tools which
can be found in the literature. Some are based
on model checking, others use proof systems. We
consider COSPAN (Kurshan 1994) to be closest to the
sh-verification tool. COSPAN is automata based and
contains a homomorphism based abstraction concept.
Since the transition labels of automata in COSPAN
are in a Boolean algebra notation, the abstraction
homomorphisms are Boolean algebra homomor-
phisms which correspond to non-erasing alphabetic
language homomorphisms on the automata level.
The sh-verification tool, in addition, offers erasing
homomorphisms as an abstraction concept. COSPAN
also considers only linear satisfaction of properties.
Thus fairness assumptions need to be made explicitly
in this tool. A tool which uses the modal µ-calculus as
a specification language for properties (Stirling 1989)
is the concurrency workbench (Cleaveland, Parrow,
Steffen 1993). In (Hartel et al. 1999) ten tools in this
area including ours are compared.

We consider the main strength of our tool to be
the combination of an inherent fairness assumption
in the satisfaction relation, an abstraction technique
compatible with approximate satisfaction, and a
suitable compositional and partial order method
for the construction of only a partial state space.
The sh-verification tool’s user interface and general
handling has reached a level of maturity that enabled
its successful application in the industrial area.
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1996a. Verification by behavior abstraction: A case
study of service interaction detection in intelligent



telephone networks. In Computer Aided Verification
(CAV) ’96, volume 1102 of Lecture Notes in Com-
puter Science, 466–469.

Capellmann, C.; Demant, R.; Galvez-Estrada, R.;
Nitsche, U.; and Ochsenschläger, P. 1996b. Case
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